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ABSTRACT the memory bandwidth saturates. Third, we provide new insights

Heterogeneous CPU-FPGA systems are evolving towards tighter
integration between CPUs and FPGAs for improved performance
and energy efficiency. At the same time, programmability is also im-
proving with High Level Synthesis tools (e.g., OpenCL Software De-
velopment Kits), which allow programmers to express their designs
with high-level programming languages, and avoid time-consuming
and error-prone register-transfer level (RTL) programming. In the
traditional loosely-coupled accelerator mode, FPGAs work as of-
fload accelerators, where an entire kernel runs on the FPGA while
the CPU thread waits for the result. However, tighter integration of
the CPUs and the FPGAs enables the possibility of fine-grained col-
laborative execution, i.e., having both devices working concurrently
on the same workload. Such collaborative execution makes better
use of the overall system resources by employing both CPU threads
and FPGA concurrency, thereby achieving higher performance.

In this paper, we explore the potential of collaborative execution
between CPUs and FPGAs using OpenCL High Level Synthesis.
First, we compare various collaborative techniques (namely, data
partitioning and task partitioning), and evaluate the tradeoffs be-
tween them. We observe that choosing the most suitable partition-
ing strategy can improve performance by up to 2X. Second, we
study the impact of a common optimization technique, kernel du-
plication, in a collaborative CPU-FPGA context. We show that the
general trend is that kernel duplication improves performance until

“Li-Wen did this work when he was a PhD student at UIUC.

Permission to make digital or hard copies of all or part of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for profit or commercial advantage and that copies bear this notice and the full citation
on the first page. Copyrights for components of this work owned by others than ACM
must be honored. Abstracting with credit is permitted. To copy otherwise, or republish,
to post on servers or to redistribute to lists, requires prior specific permission and/or a
fee. Request permissions from permissions@acm.org.

ICPE ’19, April 7-11, 2019, Mumbai, India

© 2019 Association for Computing Machinery.

ACM ISBN 978-1-4503-6239-9/19/04...$15.00
https://doi.org/10.1145/3297663.3310305

that application developers can use when designing CPU-FPGA
collaborative applications to choose between different partitioning
strategies. We find that different partitioning strategies pose differ-
ent tradeoffs (e.g., task partitioning enables more kernel duplication,
while data partitioning has lower communication overhead and
better load balance), but they generally outperform execution on
conventional CPU-FPGA systems where no collaborative execution
strategies are used. Therefore, we advocate even more integra-
tion in future heterogeneous CPU-FPGA systems (e.g., OpenCL 2.0
features, such as fine-grained shared virtual memory).
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1 INTRODUCTION

The demand for processing larger amounts of data with higher
performance under constrained power and energy budgets makes
heterogeneity a fundamental feature of computing systems. There-
fore, heterogeneous architectures (e.g., CPU-GPU, CPU-FPGA) are
now ubiquitous in modern data centers and supercomputers [1-3].
In addition to powerful CPUs, current computing systems typically
employ various types of specialized devices, such as Graphics Pro-
cessing Units (GPUs), Field-Programmable Gate Arrays (FPGAs),
Tensor Processing Units (TPUs), and other Application-Specific Inte-
grated Circuits (ASICs). FPGAs are particularly interesting because
they provide a tradeoff between performance and programmability,
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when programmed with High Level Synthesis (HLS) frameworks,
like Intel FPGA SDK [4] for OpenCL and Xilinx SDAccel [5]. FPGAs
are not only suitable for accelerating applications under stringent
energy efficiency requirements [6-8], but they are also being in-
creasingly adopted in cloud servers and data centers [9-14]. For
example, Microsoft has built an Earth-scale FPGA-based network
(the Catapult V2 [10, 11]), which enables network flows to be pro-
grammably transformed at line rate in the cloud, thereby accelerat-
ing both network functions and applications. Other major efforts
using FPGAs in the cloud include IBM SuperVesselCloud [12], Ama-
zon EC2 [9], Microsoft Brainwave [15], and the Intel CPU-FPGA
deep learning inference accelerator card (DLIA) [13]. Intel estimates
that FPGAs will run in 30% of data center servers in 2020 [14].

Traditionally, accelerators (including FPGAs) have been used
as offload engines, where an entire kernel runs on the accelerator
while the CPU remains idle, waiting for the result [16-19]. More
recently, vendors provide interconnect technologies such as Intel
QuickPath Interconnect (QPI) [20], Hyper Transport [21], Front
Side Bus (FSB) [22], Accelerator Coherency Port (ACP) [23], AXI
Coherency Extension (ACE) [24], ARM CoreLink Interconnect [25],
IBM Coherent Accelerator Processor Interface (CAPI) [26], and
Cache Coherent Interconnect for Accelerators (CCIX) [27]. In terms
of functionality, these interconnects operate in a similar manner,
but their details vary across CPU architectures, processor imple-
mentations, and silicon fabrication. These interconnects enable
tighter integration between CPUs and FPGAs in SoC chips [28-30]
and server-grade systems [31, 32].

The trend towards tighter integration of CPUs and FPGAs en-
ables more collaborative execution between devices. Rather than
executing an entire kernel on the FPGA while the CPU is idle, collab-
orative execution makes better use of the overall system resources
by involving both CPU threads and FPGA in the execution. One
of the key challenges of collaborative execution between CPUs
and FPGA:s is the identification of the best strategy for partition-
ing work between the CPU and the FPGA. There are two major
approaches to partitioning of work. The first approach, called data
partitioning, is to have the CPU and the FPGA perform the same
task on different subsets of the data. The second approach, called
task partitioning, is to have each device perform a different sub-task
and communicate intermediate results between them. Each parti-
tioning strategy entails its own tradeoffs, and different applications
may benefit from different strategies. The factors that impact the
suitability of each partitioning strategy encompass 1) the latency
and bandwidth of inter-device communication, 2) the disparity in
the workload’s performance on the CPU versus the FPGA, 3) the
diversity of computation phases within a task, and 4) the hardware
resource constraints. Each strategy poses its own challenges, such
as how much data to assign to each device or which sub-tasks to
assign to which device. Our goals in this work are 1) to evaluate dif-
ferent collaborative execution strategies for CPU-FPGA systems by
analyzing their effectiveness and their tradeoffs, and 2) to provide
insights for designing future CPU-FPGA collaborative applications.
Though our work focuses on integrated CPU-FPGA systems, it
could be extended to collaborative execution using other types of
accelerators in heterogeneous systems.

We make the following contributions:

e We carry out the first quantitative evaluation of collabora-
tive execution strategies with OpenCL HLS on CPU-FPGA
systems using benchmarks from diverse fields (e.g., image
processing, graph processing, producer-consumer comput-
ing, computer graphics, etc.).

e We propose new analytical models for different collabora-
tive execution strategies that assist us in estimating their
performance of different strategies.

e We rigorously analyze the tradeoffs of different partitioning
strategies for collaborative execution, and provide insights
to help developers make informed decisions when designing
collaborative programs for CPU-FPGA systems.

2 COLLABORATIVE EXECUTION
STRATEGIES

We first define collaborative execution and two main strategies for
it, namely data partitioning and task partitioning. Then, we propose
analytical models to estimate the performance of data partitioning
and task partitioning.

Collaborative execution refers to an application execution struc-
ture where the CPU and the FPGA (or another accelerator) both
participate in performing the computations required by the ap-
plication, as opposed to the traditional offload accelerator model
where the entire kernel is executed on the FPGA while the CPU
thread waits for the result. The strategies for collaboratively exe-
cuting a program on different types of devices can be classified into
two main categories: data partitioning and task partitioning. We
discuss these in Sections 2.1 and 2.2 respectively. Many programs
are amenable to both data partitioning and task partitioning, and
thus programmers need to choose between them. In this paper,
we aim to provide insights to assist programmers in making the
right decisions when writing collaborative programs for integrated
CPU-FPGA systems.

Throughout this section, we illustrate the collaborative execution
strategies using the simple example shown in Figure 1(a). In this
example, a program consists of many data-parallel tasks @ that are
applied to different data elements. Each data-parallel task consists
of multiple types of sub-tasks (two in this case), and the result of the
first sub-task @ is required for the execution of the second sub-task
©. In some cases, a program may consist of multiple phases where
there is a global synchronization point @ across all data-parallel
tasks. In OpenCL, these phases are typically expressed as separate
kernels, since global synchronization across the entire device is not
supported in the programming model.

2.1 Data Partitioning

Data partitioning is a collaborative execution strategy wherein dif-
ferent devices perform the same task on a different subset of the data,
i.e., the data-parallel tasks are distributed across devices. Figure 1(b)
illustrates this strategy. The main challenge with data partition-
ing is determining the optimal partitioning, i.e., the distribution of
data-parallel tasks across devices that results in the highest perfor-
mance. One possibility is static partitioning where a fixed fraction
of the data-parallel tasks is statically assigned to each device prior
to execution. Another possibility is dynamic partitioning where the
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Figure 1: Program with Many Data-parallel Tasks (a) and
Two Collaborative Execution Strategies: Data Partitioning
(b) and Task Partitioning (c)

data-parallel tasks are dynamically assigned to different devices
from a task pool during execution until all tasks are exhausted.

To better understand and analyze the collaborative execution
patterns, we establish analytical models. We use the abstraction
of workers to represent the processing units on a device. A thread
on a CPU is a CPU worker. A processing element on an FPGA
is considered an FPGA worker. We use the following notation to
describe the application and system properties:

N - Number of data parallel tasks in the application
t;,c — Execution time of sub-task i by a CPU worker
t;, r — Execution time of sub-task i by an FPGA worker
wce — Number of available CPU workers
wg — Number of available FPGA workers

To define an analytical model for data partitioning, let a be the
fraction of data-parallel tasks executed by the CPU, and let 4,5 be
the factor of increase in the total execution time (i.e., overhead) due
to distributing tasks and merging partial results. The total execution
time of the application is expressed as:

aN Yiti,c (1—a)N ;i tiF
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The overall execution time is the maximum of the execution times
on the CPU and the FPGA since the device that finishes first needs
to wait for the other device.

To minimize the total execution time when performing data
partitioning, « must be tuned such that the two terms in max(-, -)
are equal. This ensures load balance, and thus minimizes device
idleness and the overall execution time.

The optimal a* can be obtained as:

o o 2itiF / (Zi fic |

WF

2itiF

wc WF

@)

The optimal a* is therefore determined by t; ¢, t; F, wc, and wr,
which are specific to the application and the system. Statically
determining the optimal a* requires profiling the program and a
performance model of the system.

Alternatively, to maximize the performance of data partitioning
without the need for program profiling and a system performance
model, dynamic data partitioning can be used. As opposed to static
data partitioning where « is determined and fixed before execution,
dynamic data partitioning does not partition the data using a fixed

ratio. Instead, data is partitioned into fine-grained data blocks and
those fine-grained data blocks are dynamically assigned to devices
(and workers) from a task pool until all tasks are exhausted. The
fraction of total data blocks that each device ends up processing
is largely dependent on the relative performance difference of the
different devices involved. With dynamic data partitioning, load
balance between devices can be achieved. However, dynamic data
partitioning might have a higher f3,;, due to the additional over-
heads caused by contention on the task queue.

2.2 Task Partitioning

Task partitioning is a collaborative execution strategy wherein dif-
ferent devices execute different types of sub-tasks on the entire set
of the data, i.e, within each data-parallel task, different types of
devices perform different types of sub-tasks. Figure 1(c) illustrates
this strategy. The main challenge with task partitioning is to deter-
mine which type of sub-tasks within the data-parallel tasks is more
suitable for each device. Even if one device is better at all types
of sub-tasks, task partitioning may still be beneficial, if it makes
better utilization of the devices that might be otherwise idle, thus
improving parallelism. Since the sub-tasks within a data-parallel
task are sequential, task partitioning creates a dependency between
devices such that one device must wait for intermediate results
from another device before executing its sub-task. However, with
multiple tasks available, significant parallelism can still be achieved
across devices via pipeline-style (i.e., pipeline-parallel) execution,
as illustrated in Figure 1(c).

To define an analytical model for task partitioning, we use the
same notation defined in Section 2.1. In addition, let Sc and Sg
be the sets of indices of sub-tasks to be executed on the CPU and
the FPGA respectively. Note that Sc N Sp = 0 and S¢ U S is the
set of indices of all sub-tasks. Also let f,q be the percentage of
total execution time increase (i.e., overhead) due to communication
overhead in task partitioning. In task partitioning, the execution of
sub-tasks on the CPU and the FPGA may or may not be overlapped,
depending on the granularity of task partitioning and pipelining. If
the target platform supports fine-grained task partitioning, which
allows the CPU processing and the FPGA processing to perfectly
overlap with each other, the total execution time depends on the
execution time of the device that takes longer to finish. The total
execution time of the application in this case can be expressed as:

X tic X trF
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If the target platform only supports coarse-grained task parti-
tioning, where no overlap between CPU processing and accelerator
processing is possible, the total execution time is the sum of the
execution time of the CPU and the FPGA:

Zs tic X tiF
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More generally, in cases where the CPU and the FPGA processing
have some level of overlap, the total execution time must fall into
the range given by Equations 3 and 4. Therefore, Equation 3 and



Equation 4 give the lower bound and upper bound, respectively, of
task partitioning execution time.

Optimizing the performance of task partitioning increases in
difficulty as the number of sub-tasks increases, since the number
of combinations of S¢ and Sp grows exponentially with respect to
the number of sub-tasks. Thus, minimizing Equations 3 and 4 is not
straightforward. It requires a performance model of the underlying
hardware or manual effort, which are out of the scope of this work.
This work mainly focuses on how collaborative execution patterns
can be better used, and any automatic or manual optimization of
Equations 3 and 4 is orthogonal to our work.

3 METHODOLOGY

We use OpenCL programs from the Chai benchmark suite [33],
which is developed to evaluate collaborative execution. Table 1
shows the benchmarks we evaluate, along with the collaborative
execution strategy used by each one. The benchmarks are compiled
with the Intel FPGA SDK for OpenCL 16.0 [4]. For the comparative
evaluation of the two collaborative execution strategies in Section 4,
we use Canny Edge Detection and Random Sample Consensus, since
these two benchmarks support both partitioning schemes.

Table 1: Evaluated Chai Benchmarks [33].

‘ Benchmark H Description ‘ Strategy ‘

CED-D Canny Edge Detection Data Partitioning
CED-T Canny Edge Detection Task Partitioning
RSC-D Random Sample Consensus Data Partitioning
RSC-T Random Sample Consensus Task Partitioning
BS Bézier Surface Data Partitioning
HSTO Image Histogram Data Partitioning
SSSp Single-Source Shortest Path Task Partitioning
TQ Task Queue System (Synthetic) | Task Partitioning
TQH Task Queue System (Histogram) | Task Partitioning

We perform our evaluation on the two systems shown in Table 2.

Note that the Nallatech 510T data center acceleration card hosts two
Arria 10 1150 GX FPGAs, but the current OpenCL Board Support
Package (BSP) from the vendor is a beta version that is limited to
one FPGA and two DDRA4 slots, so only one FPGA and 8GB device
memory are used for the evaluation. The Arria 10 FPGA has more
logic and DSP resources than the Stratix V FPGA does, and also
features hard floating-point DSP blocks, which the Stratix V FPGA
does not.

Table 2: System Specifications.

FPGA Board Terasic DE5-Net [34] | Nallatech 510T [35]
FPGA Stratix V GX [36] Arria 10 GX [37]
Device Memory 4GB (DDR3) 8GB (DDR4)
Host CPU Xeon E3-1240 v3 [38] | Xeon E5-2650 v3 [39]
Host Memory 8GB (DDR3) 96GB (DDR4)
Interface PCle gen3.0 X8 PCle gen3.0 X8

In the experiments, we repeat the execution and measurement
five times for each test. The reported execution time is the averaged
execution time of five runs.

In Figures 3 and 4, we show results for both FPGAs, which sum-
marize the comparison between data and task partitioning for CED
and RSC. For the remaining results, we only show results for the
Stratix V FPGA for brevity, but the trends are similar on both sys-
tems we evaluate. Unless otherwise specified, we report the results
for the best performing CPU thread count (from among 1, 2, and
4 threads) and the best performing duplication factor. Besides, we
use the built-in Intel FPGA dynamic profiler for OpenCL provided
by the Intel OpenCL SDK to profile the execution of FPGA kernels
and identify performance bottlenecks.

4 EVALUATION OF COLLABORATIVE
EXECUTION STRATEGIES

In this section, we evaluate the performance of CPU-FPGA col-
laborative execution and analyze the sources of the performance
improvements and bottlenecks.

4.1 Canny Edge Detection

Canny Edge Detection (CED) [40] is an edge detection algorithm
that is commonly used for image processing. It consists of four
stages: (1) a Gaussian filter, (2) a Sobel filter, (3) non-maximum
suppression, and (4) hysteresis. We apply these four stages of the
algorithm to a stream of video frames. In the data partitioning
version of the benchmark, each device processes a different set of
frames. In the task partitioning version, the first two stages are
executed on the FPGA while the remaining two stages are executed
on the CPU for all frames. We choose this style of task partitioning
because Gaussian and Sobel filters are more regular whereas non-
maximum suppression and hysteresis contain more control flow
for which CPUs are well-optimized.

Data Partitioning (CED-D). Figure 2 shows the execution time of
the CED-D benchmark for different data partitioning distributions.
The values on the horizontal axis indicate the fraction of frames
processed by the CPU in static partitioning swept in increments
of 0.1, with the last pair of bars showing the results for dynamic
partitioning. Here, static partitioning statically assigns a subset of
frames to process to each device, while dynamic partitioning uses
one CPU control (proxy) thread for each device (CPU or FPGA),
fetching frames and sending them to the corresponding device, as
soon as the device is available. In this benchmark, the overhead
due to the control threads is negligible, since the granularity of
partitioning is coarse (an entire frame). The execution time is broken
down into compute time, copy time (for the FPGA only), and idle
time (the time a device waits for the other device to finish).

From the results, we make three major observations. First, pro-
cessing all frames on the FPGA (shown by the & = 0.0 bars) achieves
shorter execution time than processing all frames on the CPU
(shown by the @ = 1.0 bars). Second, the data partitioning strat-
egy outperforms both the CPU and the FPGA. For this particular
workload, the sweet spot for static partitioning (among the tested
distributions) is « = 0.4 where the CPU processes 40% and the
FPGA processes 60% of the video frames. Third, dynamic partition-
ing eliminates the idle time completely, thus outperforming the
best static partitioning, and providing the lowest execution times.
Task Partitioning (CED-T). Figure 3 compares the execution time
of collaborative execution with task partitioning to data partitioning
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Figure 2: Execution Time of Canny Edge Detection (CED)
with Different Data Partitioning Fractions (¢) and with Dy-
namic Data Partitioning. « is the Fraction of Data-parallel
Tasks Assigned to the CPU.

and to no collaboration. The execution time is broken down into
compute time, copy time (for the FPGA only), and idle time (the
time the device waits for the other device to finish).
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Figure 3: Execution Time of Canny Edge Detection (CED)
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Strategies.

We make three major observations. First, the overall best per-
formance of task partitioning is comparable to the overall best
performance of data partitioning. Second, task partitioning incurs
more communication overhead, with copy time accounting for
11.4% of overall execution time in task partitioning and only 4.4%
in data partitioning. One reason is that with task partitioning, data
from all data-parallel tasks must be copied to the FPGA, while with
data partitioning, only a subset of the data needs to be copied. It
is expected that the availability of coherent memory will make
this communication overhead less of an issue. This is particularly
important for workloads that are less compute-intensive, making
copy-time a larger fraction of the total execution time. Third, in task
partitioning, there is still some idle CPU time, whereas in data parti-
tioning, this idle time is negligible due to dynamic data partitioning.
Despite that, the performance of both strategies is comparable, as
pointed out in our first observation. This fact represents a potential
advantage of task partitioning over data partitioning, where differ-
ent devices are more suitable or specialized for different workloads.
If the sub-tasks assigned to the CPU in task partitioning were more
time-consuming, the CPU could still use that fraction of idle time.
However, the overall execution time of data partitioning would
increase, since in data partitioning all sub-tasks run on all devices.

From the comparison of CED-D and CED-T, we derive three
major conclusions. First, in data partitioning, finding the best load

balance across devices is possible with static or dynamic parti-
tioning. Second, task partitioning can greatly benefit from device
specialization. Third, communication overhead in task partitioning
is larger than that in data partitioning.

4.2 Random Sample Consensus

Random Sample Consensus (RSC) [41] is an algorithm for estimat-
ing the parameters of a model by taking random samples of an input
iteratively until a successful model is found. A single iteration of
RSC consists of two stages: (1) model fitting using random samples
and (2) evaluating the model accuracy by computing outliers and
error values. The iterations are independent and can be done in
parallel [42]. In data partitioning, each device processes a different
set of iterations. In task partitioning, the first stage is executed on
the CPU while the second stage is executed on the FPGA. We do
so because the first stage is inherently sequential while the second
stage is massively parallel, and thus better suited for the FPGA.
Data Partitioning (RSC-D). Figure 4 shows the execution time of
RSC for different static data partitioning fractions. We make two
observations. First, the static partitioning sweet spot for RSC-D is
at 50% for each device, which is different from CED, highlighting
the need to optimize data partitioning strategies individually for
different applications. Second, the performance of RSC-D is lower
on the Arria 10 than on the Stratix V, mainly because the clock
frequency of the FPGA implementation of this kernel is lower on
the Arria 10. The reason for the lower clock frequency could come
from either the beta BSP of Nallatech 510T (see Section 3) or better
optimization on the BSP of Terasic DE5-Net.
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Figure 4: Execution Time of Random Sample Consensus
(RSC) across CPU-FPGA Systems and Collaborative Execu-
tion Strategies. o is the Fraction of Data-parallel Tasks As-
signed to the CPU in Data Partitioning.

The RSC implementation cannot perform dynamic data parti-
tioning because the granularity of partitioning is smaller than that
in CED. In CED, each data-parallel task is the processing of an inde-
pendent frame with four OpenCL kernels launched by a CPU proxy
thread. Thus, the CPU proxy threads perform dynamic partition-
ing by accessing a pool of data-parallel tasks via a shared atomic
variable. However, in RSC, a single OpenCL kernel is launched to
compute all data-parallel tasks. Within this kernel, an FPGA worker
(an OpenCL work-group) computes each data-parallel task. Since
current CPU-FPGA systems do not support OpenCL 2.0 shared
virtual memory and system-wide atomic instructions, it is not pos-
sible for FPGA workers to access the same atomic variable as CPU



threads. Thus, dynamic data partitioning is not possible for RSC.
OpenCL 2.0 shared virtual memory and system-wide atomic in-
structions are desirable architectural features in future CPU-FPGA
systems for more effective collaborative execution.

Task Partitioning (RSC-T). Figure 4 shows that RSC with task
partitioning noticeably outperforms RSC with the best data par-
titioning. The reason is that data partitioning exhausts the DSP
blocks in the FPGA, since the first stage of RSC employs inten-
sive floating-point computations. As task partitioning assigns the
first stage to the CPU, the FPGA can utilize more resources for the
second stage. This enables a higher degree of kernel duplication,
a common optimization technique that duplicates the number of
processing elements, which potentially translates into a significant
performance improvement. We discuss kernel duplication in detail
in Section 5.

4.3 Other Data Partitioning Benchmarks

Bézier Surface (BS). Bézier surfaces are parametric structures
widely used in computer graphics and finite element modeling. This
benchmark uses non-rational formulation of Bézier surfaces on a
regular 2D surface. BS performs data partitioning on the output data
by dividing the output surface into square tiles, which are assigned
to different CPU threads and different OpenCL work-groups [43].
Figure 5 shows the execution time breakdown of BS running on
the Arria 10 FPGA, with the data partitioning fraction a ranging
from 0 to 1. We make two major observations. First, the kernel
time varies as data partitioning fraction a changes, with « = 0.7
minimizing the execution time. Second, for all the a’s, most of the
total execution time is spent on the kernel computation. The other
parts of execution (e.g., data copy, allocation, and deallocation)
account for a very small fraction of the total execution time.
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Figure 5: Execution Time of Bézier Surface (BS) with Differ-
ent Data Partitioning Fractions (a). « is the Fraction of Data-
parallel Tasks Assigned to the CPU.

Image Histogram (HSTO). A histogram describes the frequency
of data falling into each of some predefined bins. Histogram com-
putation is a frequently-used routine in many applications [44, 45],
for example, image processing and pattern recognition. This bench-
mark implements the histogram computation of pixels of an image
by binning pixels based on their value ranges. It uses data parti-
tioning on the output bins, i.e., part of the bins are assigned to the
CPU and the other part to the FPGA. Both the CPU and the FPGA
process the entire set of input data, but they increase a bin counter
only if an input data value falls into their assigned set of bins. This
way, the CPU and the FPGA do not update the same bin counters.

Figure 6 shows the execution time breakdown of HSTO on the
Arria 10 FPGA with various « values. A major observation is that
the overall execution time of HSTO is almost independent of the
data partitioning factor a. The reason is that in HSTO, both the
CPU and the FPGA workers need to traverse through the large
input data, the overhead of which overwhelms the benefit from
data partitioning, leading to no performance improvement from
any level of data partitioning.
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Figure 6: Execution Time of Histogram (HSTO) with Differ-
ent Data Partitioning Fractions («). « is the Fraction of Data-
parallel Tasks Assigned to the CPU.

4.4 Other Task Partitioning Benchmarks

Single-source Shortest Path (SSSP). SSSP is a commonly-used
graph algorithm that identifies the path between two vertices in a
graph that has the minimal sum of weights of edges on the path.
This benchmark has irregular memory access patterns and requires
atomic instructions. SSSP performs coarse-grained task partitioning
across a series of tasks, each of which is an iteration of the algorithm
which constructs a frontier of vertices (i.e., the list of vertices to visit
in the next iteration) and updates the shortest distance. The frontier
of vertices is a queue data structure for communicating among tasks.
Since graph structures are irregular, the size of vertex frontiers
varies, which causes imbalance in processing times of different
tasks. In SSSP, iterations are assigned to the CPU or the FPGA to
process the frontier according to the frontier size. Small frontiers
are assigned to the CPU while the large ones are assigned to the
FPGA. This is based on the observation that the FPGA performs
better for larger frontiers, where more parallelism can be exploited
and the kernel launch overhead is less significant. On the CPU, CPU
threads dequeue vertices from a vertex queue and process them
sequentially. On the FPGA, different OpenCL work-items process
different vertices and aggregate results with atomic instructions.
Task Queue Systems (TQ and TQH). Task queue systems (TQ
and TQH) exemplify a type of the producer-consumer computing
pattern, where the host enqueues tasks into some task queues in the
device memory, while the device dequeues and processes the tasks.
TQ works with synthetic data, while TQH generates the histograms
of video frames (i.e., the input of each task is a video frame, and
the output is its histogram). In both benchmarks, the CPU threads
generate and enqueue tasks, while the FPGA processes the tasks.
As soon as the FPGA finishes with one task, it dequeues a new task.
This way, the workload across work-groups is balanced.

We evaluate the effect of kernel duplication for SSSP, TQ and
TQH in Section 5.



5 EVALUATION OF KERNEL DUPLICATION

In this section, we evaluate the effect of a common optimization
technique, kernel duplication [4], on the performance of the bench-
marks described in Section 4. With kernel duplication, multiple
identical hardware instances (processing elements) are instantiated
on the FPGA from the same OpenCL kernel. The Intel OpenCL
SDK for FPGAs provides a programming attribute to specify the
duplication factor of OpenCL kernels, i.e., the number of identical
processing elements on the FPGA. The OpenCL work-items are
executed on these hardware processing elements in a SIMD manner,
which can potentially improve performance. With kernel duplica-
tion, the utilization of the available configurable logic on the FPGA
increases, since there are more processing elements. However, the
higher resource utilization increases the complexity of place and
route on the FPGA circuit, and therefore could potentially lower
the operating frequency and increase the execution time. A higher
number of processing elements can also lead to memory access
contention in the memory system [46-52].

With kernel duplication, the number of FPGA workers wr in
the analytical model presented in Section 2 increases, while the
execution time of each individual sub-task ¢; r may increase due to
changes in frequency and resources. Therefore, the tuning of the
kernel duplication factor is dependent on the tradeoff between the
the ability to exploit more parallelism and the overhead of having
multiple processing elements on the FPGA.

5.1 Performance Effect of Kernel Duplication

Figure 7 shows the impact of possible kernel duplication factors
on the overall performance of four data-partitioning benchmarks
(CED-D, RSC-D, BS, and HSTO) with various data partitioning
factors a. As shown in the figure, in the FPGA-only case (« = 0),
RSC-D, BS and HSTO benefit from duplicating kernels. For CED-D,
kernel duplication does not change performance significantly. As
discussed in Section 4, HSTO has a different behavior from the
other benchmarks in terms of data partitioning — HSTO’s perfor-
mance is almost independent of the « value. The reason is that, in
HSTO, partitioning happens only on output bins, and both CPU
and FPGA need to traverse through a large amount of input data,
the overhead of which hides the benefit of partitioning. In HSTO,
kernel duplication is still beneficial, since the computation capacity
of the FPGA and, thus, the whole system increases with kernel
duplication.

We make three observations from Figure 7. First, a higher duplica-
tion factor does not necessarily lead to higher performance because
of the tradeoffs we discuss above. Second, when kernel duplication
is actually beneficial, the best « values tend to be smaller (i.e., more
workload assigned to the FPGA) for higher duplication factors, since
the computation capacity of the FPGA increases. Third, for larger
values of @, kernel duplication has almost no impact on overall
execution time, since most of the workload of the applications is
assigned to the CPU.

Figure 8 shows the speedups from kernel duplication on three
task-partitioning benchmarks (SSSP, TQH, and TQ). As shown in
the figure, SSSP does not benefit much from kernel duplication
because its irregular memory access pattern quickly saturates the
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Figure 7: Execution Time of Data Partitioning Benchmarks
(CED-D, RSC-D, BS, and HSTO) for Different Kernel Dupli-
cation Factors and Data Partitioning Fractions (). « is the
Fraction of Data-parallel Tasks Assigned to the CPU.

memory bandwidth. On the other hand, in TQH and TQ, perfor-
mance scales well with the duplication factor due to regularity
of their memory access patterns and load balancing across work-
groups.
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Figure 8: Speedup (Normalized to Kernel Duplication Factor
1) of Task Partitioning Benchmarks (SSSP, TQ, and TQH) for
Different Kernel Duplication Factors.

Figures 9, 10 and 11 show the execution time breakdowns for
SSSP, TQ, and TQH, respectively, on the Arria 10 FPGA. As the fig-
ures show, across all three benchmarks, kernel duplication reduces



the kernel execution time without affecting other portions of the
total execution time.
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Figure 9: SSSP: Execution Time Breakdown for Different Du-
plication Factors.
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Figure 10: TQ: Execution Time Breakdown for Different Du-
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Figure 11: TQH: Execution Time Breakdown for Different
Duplication Factors.

5.2 Analysis of Resource Utilization

We further analyze how kernel duplication changes FPGA resource
utilization and how it impacts performance. For this analysis, we
focus on Canny Edge Detection and Random Sample Consensus.

Canny Edge Detection (CED-D/CED-T). Figure 12 shows the
effect of the kernel duplication factor on performance, as well as
other utilization metrics. Mapping to the axis on the left, the light
blue bar represents performance (higher is better) in terms of the
speedup over data partitioning with a duplication factor of 1, and
the black line represents the frequency of the FPGA processing
elements also normalized to data partitioning with a duplication

factor of 1. Mapping to the axis on the right, the different lines
represent the utilization in terms of percentage of the logic, DSP
blocks, and RAM blocks on the FPGA.

We make two major observations. First, the duplication factor has
little impact on the performance of CED, and too much duplication
may even slightly hurt its performance. Further profiling using the
Intel FPGA OpenCL Profiler reveals that the main reason behind the
performance effect of the duplication factor on CED is the saturation
of the memory bandwidth. More processing elements on the FPGA
exhaust the available bandwidth. Second, task partitioning tends
to lead to less resource pressure and higher FPGA frequency for
the same duplication factor. The reason is that, in task partitioning,
only the sub-tasks that run on the FPGA need to be synthesized
on the FPGA, while in data partitioning all sub-tasks need to be
synthesized. As a result, the maximum duplication factor for task
partitioning is higher than data partitioning.
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Figure 12: Canny Edge Detection: Speedup and Frequency
(Normalized to Data Partitioning with Duplication Factor 1)
and Resource Utilization for Different Duplication Factors.

Random Sample Consensus (RSC-D/RSC-T). Figure 13 shows
the impact of the kernel duplication factor on the performance of
RSC-D and RSC-T and FPGA utilization metrics. The bars, lines,
and axes are set up in the same way as in Figure 12.
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Figure 13: Random Sample Consensus: Speedup and Fre-
quency (Normalized to Data Partitioning with Duplication
Factor 1) and Resource Utilization for Different Duplication
Factors.

In data partitioning, we observe reasonable performance im-
provement with a duplication factor of 2, but there is little improve-
ment beyond that. Unlike all the other cases where the bounding
resources are the RAM blocks, the bounding resources for RSC-D
are the DSP blocks. This is due to the fact that the first stage of
RSC-D performs a large amount of floating-point computations.



In the task partitioning strategy for RSC, because the first stage is
offloaded to the CPU, the DSP block utilization drops significantly,
enabling the kernel duplication factor to continue to increase, result-
ing in much better performance for task partitioning than for data
partitioning. The performance improvement saturates around a ker-
nel duplication factor value of 8, which results in a 1.6X speedup
for task partitioning over data partitioning. Similar to CED, the
profiler shows that the saturation of the memory bandwidth is the
major reason why performance saturates at higher values of the
kernel duplication factor.

6 KEY INSIGHTS

Based on the performance evaluations we present in Sections 4
and 5, we extract five key insights for developers who wish to
write collaborative programs for CPU-FPGA architectures. These
insights cover generic collaborative computing techniques for het-
erogeneous systems, as well as CPU-FPGA specific collaboration
schemes.

The first insight is that collaborative execution is actually benefi-
cial. We observe that with both data and task partitioning strategies,
collaborative execution effectively reduces the execution time of
almost all benchmarks we examine.

Second, data partitioning requires careful choice of partitions
to provide the highest performance. We observe that the different
data partitioning benchmarks (i.e., BS, CED-D, HSTO, and RSC-D)
prefer different data partitioning fractions & that result in the best
performance (Section 4). This observation emphasizes the need for
application-specific heuristics or offline tuning for finding the best
static data partitioning, or the use of dynamic data partitioning.
We show that dynamic data partitioning is effective in minimiz-
ing idle time in CED-D (Section 4.1). Unfortunately, CED-D is the
only evaluated benchmark that supports dynamic data partition-
ing. Dynamic data partitioning requires the use of shared memory
variables to implement a task pool. CED-D uses two proxy CPU
threads to control the execution on the CPU and the FPGA (i.e.,
launch CPU threads and FPGA OpenCL kernels for every task). The
proxy threads can access the same task pool in the CPU memory
and assign tasks to the CPU and the FPGA. In other data parti-
tioning benchmarks, the CPU threads and the OpenCL kernel are
launched only once at the beginning of the execution. Thus, in order
to implement a shared task pool, CPU and FPGA workers would
need to access the same shared variables, as CPU-GPU systems
do [33]. However, shared virtual memory is not available in current
CPU-FPGA systems. Future integration of shared coherent memory
features and system-wide atomic instructions in FPGAs [53] will
make dynamic partitioning more feasible.

Third, task partitioning generally enables more kernel duplica-
tion on the FPGA than data partitioning does, because task parti-
tioning does not need to dedicate FPGA resources to all types of
sub-tasks in an application, as it runs some computation stages
entirely on the CPU. In RSC, there is a large difference between
different sub-tasks. The first sub-task is sequential and much more
floating-point intensive than the second sub-task. Thus, task parti-
tioning saves FPGA resources that can be used for a higher kernel
duplication factor than data partitioning. As a result, RSC-T out-
performs RSC-D (Section 4.2). However, more kernel duplication

does not always imply better performance. The potential benefit of
kernel duplication is benchmark-specific (Section 5). In CED, the
different sub-tasks are very similar to each other in terms of com-
putation and resource requirements. They compete for the memory
bandwidth. Hence, the higher kernel duplication factor of CED-T
than CED-D does not provide performance benefits (Figure 12).
Even if kernel duplication is effective, there can be diminishing
returns from increasing the kernel duplication factor too much, if
the memory bandwidth saturates, as we show for RSC in Figure 13.
In summary, developers must carefully use kernel duplication, in
order to make effective use of the FPGA resources and thus improve
application performance.

Fourth, data partitioning inflicts less burden on programmers
and has less communication overhead than task partitioning. In task
partitioning, tasks can only be partitioned into sub-tasks at specific
points in the code. Finding the partitioning points might be painful
for the programmer and makes it more difficult to evenly balance
the workload across devices. Moreover, task partitioning tends to
require more communication and synchronization points between
devices, because both devices participate in all tasks. Emerging
shared coherent memory features [53] (e.g., fine-grained memory
coherence and system-wide atomic instructions) are expected to
be beneficial in making such communication and synchronization
easier.

Fifth, the current OpenCL stack for FPGAs provides a convenient
programming model for application programmers, but there is still
room for better programmability and higher performance if new
features are provided inside the OpenCL stack. We believe that in-
corporating more OpenCL 2.0 features, such as fine-grained shared
virtual memory [53] and system-wide atomic instructions [54], to
the OpenCL stack for FPGAs will greatly benefit programmability
and performance.

7 RELATED WORK

To our knowledge, this is the first work to perform a thorough anal-
ysis of collaborative execution strategies on CPU-FPGA systems
programmed with High Level Synthesis tools, like OpenCL. In this
section, we first review recent works on collaborative execution
on CPU-FPGA systems programmed with register-transfer level
(RTL) code. Second, we review works on OpenCL programming for
FPGAs. Third, we discuss recent efforts on collaborative execution
for integrated CPU-GPU architectures.

7.1 CPU-FPGA Coherent Memory

CPU-FPGA platforms with shared coherent memory have recently
captured great attention from both academia and industry. Choi et
al. [55] conduct a quantitative study of modern CPU-FPGA plat-
forms, including QPI-based and PCle-based ones. This study focuses
mainly on micro-benchmarking for memory systems and evaluates
acceleration of entire kernels on FPGAs. Our work focuses on eval-
uating collaborative execution strategies on CPU-FPGA platforms.

Enabled by the tighter integration of the CPU and the FPGA in
CPU-FPGA systems, collaborative execution has been analyzed in
various studies that accelerate applications. Weisz et al. [56] present
a task-partitioning collaborative strategy to accelerate linked-list
traversals. Chang et al. [57] accelerate seeding in DNA sequence



alignment through a data-partitioning collaborative strategy. Istvan
et al. [58] adopt task-partitioning collaborative execution for reg-
ular expression operators for databases. Zhang et al. [59] present
a task-partitioning collaborative algorithm to accelerate merge
sort. Qiao et al. [60] accelerate the Deflate lossless compression
algorithm on an FPGA. They apply a task-partitioning-based col-
laborative execution strategy for an entire compression service
on a CPU-FPGA system which takes advantage of pipeline paral-
lelism. Sidler et al. [61] accelerate pattern matching queries using a
task-partitioning collaborative strategy. Schmit et al. [62] present
a use case of a CPU-FPGA system, where the FPGA serves as a
smart network transmitter/receiver and the CPU runs applications,
using a task-partitioning collaborative execution strategy. These
studies focus on accelerating specific applications by writing RTL
code, while our work focuses on evaluating multiple collaborative
patterns comparatively for each selected application using OpenCL
HLS.

Several studies [63-66] focus on integration of different types of
accelerators in heterogeneous systems with general purpose CPUs.
Our work mainly focuses on collaborative execution strategies
for CPU-FPGA platforms, but could be further extended to other
accelerators in heterogeneous systems.

7.2 High-level Synthesis with OpenCL

High-level synthesis (HLS) with OpenCL has been widely adopted
to accelerate FPGA design due to its programmability. Ndu et al. [67]
present and evaluate a benchmark suite, CHO, for OpenCL FPGA
accelerators. Verma et al. [68] evaluate OpenCL HLS using OpenD-
warfs benchmarks and identify optimization techniques for OpenCL
HLS. Ramanathan et al. [69] propose a work-stealing technique
using OpenCL atomics on FPGAs. Wang et al. [70] present a per-
formance analysis framework to identify bottlenecks of OpenCL
kernels synthesized on FPGAs. Multiple recent studies accelerate ap-
plications using OpenCL HLS, including particle identification [71],
relational queries [72], convolutional neural networks [6], etc. Most
of these studies focus on accelerating or evaluating entire kernels
on FPGAs. Our work evaluates collaborative execution patterns
with OpenCL HLS on CPU-FPGA platforms.

7.3 Integrated CPU-GPU Architectures

Collaborative execution on heterogeneous PCle-based CPU-GPU
systems with discrete GPUs has been studied from various aspects.
Shen et al. [73] propose a workload partitioning scheme for hetero-
geneous CPU-GPU systems. This work proposes modeling, profil-
ing, and prediction techniques to predict the best workload parti-
tioning. Luk et al. [74] propose adaptive mapping to automatically
map computation to CPU-GPU systems. The proposed techniques
adapt to changes in input problem size and system configuration.
These works mainly focus on discrete CPU-GPU systems without
much discussion on how tight integration of the CPU and the GPU
on a single chip further enables acceleration opportunities.
Collaborative execution strategies have been studied for inte-
grated CPU-GPU systems using benchmark suites such as Hetero-
mark [75-77], Chai [33, 78], and HeteroSync [79]. We leverage
benchmarks from Chai [33] to evaluate collaborative execution
strategies on CPU-FPGA systems. Sun et al. [80] evaluate the Radeon

Open Compute Platform using collaborative benchmarks. Gémez-
Luna et al. [81] present three use cases of collaborative execution on
a CPU-GPU system with the Heterogeneous System Architecture
(HSA) [82]. Che et al. [83] study data partitioning between CPUs
and GPUs specifically for betweenness centrality. Tang et al. [84]
propose EMREF, a policy for balancing between fairness and effi-
ciency in integrated CPU-GPU architectures. FinePar [85] and Cho
et al. [86] automatically partition workloads to use both CPUs and
GPUs in integrated CPU-GPU architectures. Airavat [87, 88] is a
power management framework that improves the energy efficiency
of collaborative CPU-GPU applications. HAShCache [89] adds a
stacked DRAM as a shared last-level cache for integrated CPU-GPU
processors to address the problem of disparity between the two
devices in their demands on the memory system. Garcia-Flores
et al. [90] evaluate integrated CPU-GPU systems with a shared
last-level cache using collaborative benchmarks. Staged Memory
Scheduling [91] is a multi-level QoS-aware memory scheduler for
integrated CPU-GPU systems. Kayiran et al. [92] propose a concur-
rency management mechanism for integrated CPU-GPU systems to
control the usage of memory and network by the CPU and the GPU.
Garcia-Flores et al. [93] analyze the inefficiencies of demand paging
in CPU-GPU systems when running collaborative workloads, and
explore data sharing between the CPU and the GPU at finer gran-
ularity than a page (e.g., a cache line). Spandex [94] is a memory
coherence interface specifically targeting integrated architectures.
Vesely et al. [95, 96] enable system calls from GPUs which benefits
for having shared virtual memory across CPUs and GPUs. These
works represent the numerous research efforts on software and
hardware approaches to collaborative execution on integrated CPU-
GPU systems. Our work is the first step towards similar research
lines for integrated CPU-FPGA systems with OpenCL.

8 CONCLUSION

In this paper, we present strategies for collaborative execution on
CPU-FPGA architectures and evaluate these strategies using exist-
ing collaborative OpenCL applications with high-level synthesis. To
our knowledge, this is the first paper to carry out a comprehensive
analysis of collaborative execution on CPU-FPGA systems using
the OpenCL programming framework. We show that collaborative
execution outperforms the execution on conventional CPU-FPGA
systems where no collaborative execution strategies are used. We
describe the challenges that each collaborative execution strategy
faces, providing insights for developers on how to use them. We
find that 1) task partitioning enables more kernel duplication, a
common optimization technique for FPGAs, than data partition-
ing, yet 2) data partitioning has lower communication overhead
and achieves better load balance than task partitioning. We pro-
vide suggestions for emerging CPU-FPGA systems, where support
for fine-grained shared coherent memory and system-wide atomic
instructions would be beneficial. We believe and hope that our
study will inspire FPGA developers to further explore collaborative
execution on CPU-FPGA architectures to achieve the highest per-
formance and efficiency. Our study could also be extended to other
types of accelerators in heterogeneous systems.
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